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ABSTRACT

This work aims to update a prior systematic review focusing on the application of eye-

tracking methodologies in software engineering, particularly concerning code smells. Code

smells are features within source code that are di!cult to read, understand, and maintain, yet

their direct harmfulness remains insu!ciently explored. Through a comprehensive literature

review, 28 papers were identified showcasing recent advancements in eye-tracking studies

from 2015 onward, highlighting new insights and limitations. It was observed that eye-trackers

are used to study model comprehension, code comprehension, debugging, and traceability

tasks. Based on these insights, we propose an experimental design employing eye-tracking

methodology to analyze the harmful e"ects of code smells.

Keywords: software engineering, code smell, eye-tracking.
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1 INTRODUCTION

Over recent years, eye-tracking technology has emerged as a valuable tool in software

engineering research [1]. It allows researchers to capture and analyze the visual attention of

developers while they look at di"erent parts of the code, which can provide insights into the

cognitive process of our brains during code development.

According to Martin Fowler, "code smell is a surface indication that usually corresponds to a

deeper problem in the system."(M. Fowler. Refactoring: Improving the design of existing code,

2018) [2]. These smells are indicators of potential issues in the code that may not necessarily

be bugs, but can lead to problems in the future, such as challenges for maintainability and

increased complexity. They signal the need for further investigation in order to proactively

prevent these issues.
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2 METHODS

2.1 RESEARCH QUESTIONS

The following research questions were based on the study executed by Sharafi et al. [3].

The current study updates these questions and further examines their validity on the context

of determining the harmfulness of code smells.

• RQ1. How many studies have been published using eye-trackers in software engineering

research since the previous SLR?

• RQ2. What research topics have been explored in recent eye-tracking studies within

software engineering?

• RQ3: How have recent eye-tracking studies contributed to advancements in software

engineering?

• RQ4: In what ways have researchers used eye-trackers to collect and visualize quantitative

measurements in recent studies?

• RQ5: What are the key limitations identified in recent eye-tracking studies within soft-

ware engineering?

• RQ6: What eye-trackers are most frequently used in recent eye-tracking studies?

• RQ7: How could eye-tracking methodology be used to analyze the harmfulness of code

smells?

To address them, a systematic literature review of recent studies on the usage of eye-

tracking in software engineering will be conducted. This methodical approach will enable us

to critically analyze existing research to identify gaps, contradictions, and potential areas for

further exploration.

2.2 LITERATURE SEARCH

With Sharafi et al. [3] Systematic Literature Review (SLR) as a starting point for con-

tributions on the usage of eye-tracking on software engineering studies, this work replicates
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the search process. However, instead of using Engineering Village, an aggregation platform

that integrates with multiple database portals, the search was performed directly on the ACM

Digital Library and the IEEE Xplore Digital Library. These databases were chosen due to their

comprehensive collections of articles in the fields of computer science and engineering and

also because they o"er a free alternative to Engineering Village. The search was performed on

August of 2023.

2.2.1 Search Query

The search query was based on the query coined by Sharafi et al. [3], with the goal of

maintaining consistency and ensuring comparability of results. Such search query aims to

identify a comprehensive set of relevant studies using various terms related to eye-tracking

technology and its application in software engineering. The final query used was as follows:

Código Fonte 2.1 – Search Query
1 ("eye -track*" OR "eye track" OR "RFV" OR "Restricted Focus Viewer")

AND ("source code" OR program* OR UML OR model* OR representation *)

3 AND (comprehen* OR understand* OR debug* OR navigat* OR read* OR scan*)

Due to IEEE Xplore’s limitation of allowing a maximum of 9 wildcards in a single query, the

original query was split into two parts to ensure comprehensive coverage. The results of both

queries were combined to ensure that there were no missing results from the query variations.

To avoid duplicating the work of the SLR previously executed by Sharafi et al. [3], only

studies published after 2015 were included.

2.3 SELECTION

To ensure that only relevant studies were captured, records were selected through a sys-

tematic filtering process. Relevant studies are defined as primary studies using eye-tracking

technology to study and investigate software engineering activities.

Initially, only the title and abstracts of the records were screened to remove studies that

meet the following exclusion criteria:

• Not published in English.

• Papers in grey literature (i.e. not peer-reviewed).
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• Do not utilize an eye-tracker.

• Unrelated to software engineering.

Following this, full-text articles were reviewed to refine the selection. Therefore, studies

were removed that:

• Were not a primary study (i.e. studies that do not collect and analyze new data)

• Do not primarily use eye-tracking as research approach

• Do not investigate software engineering activities (i.e. the purpose of the study should

be to research or analyze behavior, performance, or cognitive aspects.)

2.4 SNOWBALLING

For each reviewed paper, references within it were systematically reviewed, beginning with

the titles and publication venues (conference proceedings or journal names) and, where neces-

sary, a full-text analysis was conducted to ascertain relevance.

2.5 DATA COLLECTION AND ANALYSIS

Given the diversity of the included studies in terms of approaches, a narrative synthesis

was conducted to summarize and analyze the findings.

Through the search on the digital libraries, the following information was obtained: authors,

publication year, publisher, publication title, DOI, abstract, keywords, and author a!liations.

After reading and analyzing each paper, the following data and key insights were obtained:

• Programming language used in the study

• Number and types of participants (students, faculty members, and/or professionals)

• Eye-trackers utilized in the research

• Objective: the goal of the paper

• Methodology: how the experiment was conducted

• Results: what were the key findings
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• Limitations: what limited or added challenges to the study

• Variables: which metrics were used to track the experiment

If any piece of information was missing from a paper, it was noted as "not mentioned".

After analyzing the refined selection, there was a noticeable lack of standard when it comes

to describing the eye-tracking metrics. Thus, in this research, the nomenclature adopted was

the one used by Bryn Farnsworth in Eye Tracking: The Complete Pocket Guide [4], that defines

key eye-tracking metrics as:

• Gaze points: The raw data points that indicate a snapshot of where the user is looking

on the visual stimulus at any given moment.

• Fixations: A series of gaze points within a close time range.

• Saccades: Movements between di"erent fixations, when the eyes move and pause across

di"erent sequences.

• Areas of Interest: Specific regions of a displayed stimulus predefined by researchers.

• Perceptual span: number of characters we can recognize on each fixation, between each

saccade.

• Fixation Duration: how long the user spent looking at a specific area of interest.

• Fixation sequences: The order and pattern of fixations over time.

• Time to First Fixation: The time it took for the user to first look at a specific area of

interest from the experiment for the first time.

• Regression: The number of times the gaze returns to a previously viewed area, indicating

re-reading or reevaluation behavior.

• Heat Maps: Visual representations that uses color coding to show the frequency and

duration of gaze points on di"erent areas.

• Pupil Size: Measurements of the dilation or constriction of the pupils.

• Blinks: The delay and frequency of blinks.
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The extracted information was used to identify a set of categories, then such components

were aggregated to highlight the similarities, di"erences, and patterns across the studies. Based

on the topic domains proposed by Sharafi et al. [3], the studies were classified accordingly to

the following tasks performed by participants:

• Code Comprehension: How programmers read and understand source code.

• Model Comprehension: How developers interpret models and diagrams.

• Debugging: How developers identify, locate, and fix bugs in the software.

• Traceability: How developers create and follow links between related artifacts — like

requirements, designs, and code — to maintain and improve software systems.

• Collaborative interactions: How developers coordinate, share attention, and interact du-

ring collaborative work.

2.6 STUDY QUALITY AND RISK OF BIAS

One potential threat to the validity of this study lies in the absence of an additional checker.

That could introduce bias or oversight, impacting the overall reliability of the results.

During the selection process of this study, in order to avoid manual mistakes, a new tool

called "Review Wise"(Fig. 1) was developed to help analyze papers in an interactive way.

This tool allows for a one-by-one interactive screening of the search query results, allowing

papers to be flagged with a custom list of exclusion criteria. The user is then presented with

a curated list of papers that do not match any exclusion criteria, and also includes a list of

removed papers alongside their exclusion reasons. Review Wise is an open source software and

is available at https://github.com/naftalima/review-wise.

Figura 1 – Screenshot of Review Wise: a user interface showing the classification tool for applying the exclusion
criteria on papers.
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During the data extraction process, the relatively small number of selected studies and the

objective nature of the extracted data helped to reduce errors.

Additionally, the review process was executed on two separate occasions, allowing an in-

terval between revisions. The goal behind this was to assert a more objective evaluation of the

selected studies.
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3 DISCUSSION

3.1 RQ1. HOW MANY STUDIES HAVE BEEN PUBLISHED USING EYE-TRACKERS IN

SOFTWARE ENGINEERING RESEARCH SINCE THE PREVIOUS SLR?

A systematic literature review was conducted using digital libraries to identify recent stu-

dies employing eye-trackers in software engineering research. The initial search returned 134

matches from the ACM Digital Library and 215 matches from the IEEE Xplore Digital Library.

To gather novel insights, building upon the previous systematic literature review by Sharafi

et al. [3], the search was refined to include only studies published after 2015, resulting in the

exclusion of 78 records from ACM and 42 records from IEEE.

Subsequently, a data wrangling process was conducted to ensure consistency in naming con-

ventions and formatting, thereby facilitating the identification and removal of duplicate entries.

Seven duplicate records were identified and eliminated, resulting in a total of 222 unique re-

cords. The entire data wrangling process is fully replicable and available at https://github.com/naftalima/tg.

During the preliminary screening, 162 records were excluded. Approximately 8% of these

records were removed because they did not utilize eye-trackers, and approximately 67% per-

tained to unrelated fields such as mathematics, geoinformatics, bioinformatics, and robotics.

No records were excluded due to grey literature or language constraints, likely because the

search was limited to well-focused databases.

Finally, the 60 remaining records underwent an in-depth, full-text analysis to further refine

the selection. The remaining papers were discussed in more detail in Appendix .2. This process

led to the exclusion of 35 additional records for the following reasons:

• Five papers did not collect new empirical data; instead, they reviewed existing literature,

discussed future research directions, or revisited earlier studies. [5] [6] [7] [8] [9]

• One study did not primarily use eye-tracking as a research method, employed eye-tracking

only as a supplement to fNIRS to investigate the impact of source code readability on

cognitive load [10].

• Twenty-nine papers focused on tools, frameworks, or modeling visual attention rather

than directly addressing software engineering activities. [11] [12] [13] [14] [15] [16] [17]
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[18] [19] [20] [21] [22] [23] [24] [25] [26] [27] [28] [29] [30] [31] [32] [33] [34] [35] [36]

[37] [38] [39]

A snowballing approach was applied and 3 additional studies were identified [40] [41] [42].

Consequently, a total of 28 relevant studies using eye-trackers in software engineering

research have been identified since the previous SLR. Figure 2 summarizes the Systematic

Literature Review process performed.
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Figura 2 – Systematic Literature Review workflow
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3.2 RQ2. WHAT RESEARCH TOPICS HAVE BEEN EXPLORED IN RECENT EYE-TRACKING

STUDIES WITHIN SOFTWARE ENGINEERING?

resented on the methods. Since there were no papers identified as Collaborative Interacti-

ons, the remaining selection was categorized into four distinct groups: Code Comprehension,

Debugging, Model Comprehension, and Traceability.

As shown in Fig. 3, code comprehension has been the most consistently studied topic do-

main throughout the years, with a notable peak in 2019. However, there is a visible decline in

overall publications from 2020 onward (Fig. 4), which may be partially attributed to the impact

of the COVID-19 pandemic on human subjects research [71], such as eye-tracking research.

Figura 3 – Number of studies published per topic domain per year, based on selected papers from the SLR.

3.2.1 Code Comprehension

Code comprehension studies explore how programmers read and interpret source code.

Within this research domain, a total of 17 studies analyze navigation strategies, emphasizing
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Figura 4 – Number of studies published per year, based on selected papers from the SLR.

specific aspects of code or programmer backgrounds.

Researchers have investigated how code structure, formatting, and syntax influence reada-

bility. Studies on code structure evaluate how code organization a"ects readability, considering

factors such as repetitive code [43], nesting and the use of do-while loops [44], and source

code linearity—particularly its impact on readability and reading order [45].

Code formatting pertains to the visual presentation and style, including elements such

as indentation levels [46] and comparing crowded versus spaced layouts [47]. Code syntax

analyses examine specific syntactic elements like LINQ’s query-based versus method-based

syntax [48], the use of di"erent language constructs [49], and the e"ects of polyglot program-

ming (using multiple languages within a single project) versus monoglot programming (using

a single language) [50].

Additionally, studies have considered how programmers learn new language concepts, in-

cluding specialized executable specification languages such as CASM [51].

Moreover, researchers investigate the reading process by comparing how programmers com-

prehend source code versus natural language text [40] [52] and how they interact with code

during practical tasks. Such tasks include: leveraging Stack Overflow discussions for code

comprehension and summarization [42] [53]; examining how correlated information is better

display in supporting documentation, such as the example captured in [54] that explores how

embedding security information within the API documentation influences developers’ unders-
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tanding and their ability to write secure code. Furthermore, researchers extend their analysis

by considering developers themselves by investigating the influence of programming expertise

when comparing navigation strategies employed by novices and experts [45] [40] [52] [55], as

well as dyslexia on code comprehension [47].

3.2.2 Debugging

These seven debugging studies explore how programmers identify and resolve software bugs

by examining the influence of both the nature of issues and developer experience on debugging

strategies.

Research in this area includes studies analyzing how programmers navigate through code

to locate errors, investigating the e"ectiveness of error messages in facilitating debugging [56],

evaluating di"erent debugging approaches depending on the type of bug [57], and examining

challenges when debugging software with variability introduced by conditional compilation

flags [58] [59]. Further studies consider the role of developer expertise by comparing the de-

bugging strategies employed by novices and experts [60], as well as between high and low

performing programmers [61].

3.2.3 Model Comprehension

Two studies on model comprehension explore how developers interpret models and dia-

grams. Andrzejewska and Stoli#ska [62] evaluate e!ciency when solving algorithmic tasks

presented as pseudocode versus flowcharts, and Störrle [63] investigating how modelers read

and interpret UML diagrams.

3.2.4 Traceability

Research on traceability investigates how developers track or maintainlinks between related

artifacts—such as requirements, designs, and code— over time or across systems. Kevic [41]

examines developers’ detailed behavior while performing software change tasks.
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3.3 RQ3: HOW HAVE RECENT EYE-TRACKING STUDIES CONTRIBUTED TO ADVAN-

CEMENTS IN SOFTWARE ENGINEERING?

3.3.1 Source code vs. natural text

Programmers read source code less linearly than natural text

Peachock et al. [40] replicated Busjahn et al. [52] original study, and both found that

programmers read source code significantly less linearly than natural language text, with more

regressions. However, they diverged on whether programming expertise influences reading

behavior.

Clear documentation with code examples enhances comprehension

Saddler et al. [53] show how developers leverage Stack Overflow discussions. This study found

that clear text combined with code examples draws the most attention, while longer paragraphs

reduce focus on comments. It also found that developers who are used to use Stack Overflow

spend less time on querying for possible solutions and navigate through the website faster.

Peterson et al. [42] describes how developers primarily focus on the body text and code

snippets of Stack Overflow posts, and they rarely view titles, tags, or votes, highlighting that

text and code are most valuable for tasks like code summarization.

E!ective documentation includes relevant examples

In Gorski et al [54], developers were found to mainly focus on code examples and skim the

rest of the documentation. In this experiment, the API specification was presented alongside

information on how to make access to such API in a secure manner. What was discovered was

that placement matters: security info near functional examples is more e"ective in promoting

secure integration for applications onboarding to this API. As a guidance, API providers should

embed security guidance near core examples to support secure coding.
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Code reviews require attention to comments and error lines

Chandrika et al [66] compares the visual attention of subjects with programming skills and

subjects without programming skills, and recognizes the eye-tracking traits required for source

code review. During this, it was found that the attention span on error lines and comments,

as well as better code coverage, was a key aspect for code review.

3.3.2 Navigation strategies

Developers do not read the code linearly from top to bottom, but explored

lines are connected through code flow

Peterson et al. [49] highlight that developers focus their attention on certain small sections

of the code instead of scanning the entire program. Kevic et al. [41] observed that while

performing a change task, developers focus on small portions of methods, and explored lines

are typically connected through data flow.

Rodeghero et al. [64] and Abid et al. [65] agree that developers do not read code linearly

from top to bottom, but rather selectively allocate their attention to specific code elements

or areas.

Rodeghero et al. [64] finds that programmers read method signatures more closely than

method bodies or invocations and states that developers pay the least attention to control flow

statements. Abid et al. [65] argues the opposite, suggesting programmers pay more attention

to the method body rather than the signature, and instead observed programmers frequently

revisit control flow terms, indicating more repeated interactions with control flow structures.

The e!ort of reading error messages is comparable to reading source

code

Barik et al. [56] provides empirical justification for the need to improve compiler error mes-

sages. The developers are reading error messages, but spent a substantial amount of time

understanding these error messages, despite the fact that most of them had only a single error

present.

There is a more e!ective debugging strategy for each type of bug
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Peng et al. [57], found that for data flow bugs, it was more helpful to dedicate attention to

how the data values change during debugging. As for control flow bugs, the better approach

was to dedicate attention at the source code to understand the logical structure.

Katona et al. [67], found di"erent debugging approaches were observed: those who at-

tempted to find errors with many minor changes, and those who first interpreted the source

code.

Lin et al. [61], found that low-performance students tend to debug programs aimlessly,

while high-performance students debug programs in a more logical manner.

Structured flowcharts improve task-solving e"ciency and accuracy

Andrzejewska and Stoli#ska [62] found solving tasks with a structured flowchart required

less time for re-examining the algorithm and data, leading to more accurate outcomes than

when using pseudocode. The study indicate that the use of structured flowcharts in various

educational materials, including textbooks, should be encouraged.

Diagram complexity and layout flaws increase cognitive load

Störrle et al. [63] found that ordinary diagram elements and layout flaws increased cognitive

load. Also, no patterns were identified for activity and class diagrams with poor layout, use

case diagrams regardless of layout quality, or expertise levels.

3.3.3 Developer Background

Experience modulates the linearity of reading

According to Beelders [55], novices read code more linearly, focusing on method signatures

and comments, whereas experts e!ciently skip irrelevant parts, focusing more on complex

logic. Peachock et al. [40] and Busjahn et al.’s [52] diverged on that, but there were some

di"erences in their experiment design.

In replication, Peachock et al. [40] used code snippets with di"erent programming lan-

guages, and a di"erent definition of expertise, that did not invite expert programmers, but

advanced undergraduate students, which they refer to as “non-novice” participants. As a result,

no significant di"erences in reading behavior between novices and non-novices were found.
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Nivala et al. [60] found that on error finding tasks, novice developers spent more time

reading the code, while experts identified issues sooner and spent more time describing the

error.

The type of language variant, polyglot or monoglot programming, can

increase understanding depending on the type of task

In Peterson [50], the type of language variant (monoglot, embedded SQL, or hybrid) did not

significantly a"ect how long participants took to complete the tasks. Developer gaze behavior

— used as a proxy for cognitive e"ort and processing — was influenced by the language

context, particularly depending on the type of task.

Prior concept knowledge outweighs experience in understanding new pro-

gramming languages

According to Simhandl et al. [51], foreknowledge of specific programming concepts rather than

the programming experience is decisive in learning new programming language concepts.

Dyslexia does not reduce programming ability

McChesney and Bond [47] investigate how code layout (crowded vs. spaced) impact code

comprehension, particularly in programmers with dyslexia. The experiment found no signifi-

cant evidence that programmers with dyslexia are more negatively a"ected by code crowding

compared to non-dyslexic programmers. Therefore, dyslexia is not a detrimental condition

when it comes to programming, at least in terms of code reading and program comprehension.

3.3.4 Code layouts, complex code structure, and syntax

Linearity of source code modulates reading behavior

Peitek et al. [45] decided to investigate the influence of the linearity of the source code itself.

It also found that experience modulates the reading behavior of participants; however, the

linearity of source code is a major driving factor determining programmers’ reading order, even

more important than experience.
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Developers renewed focus on the last segment of the repeated code

According to Jbara and Feitelson [43], when in repeated segments, developers tend to invest

more e"ort on the initial repetitions, and less on successive ones. They also renewed focus on

the last segment of the function which is not part of the repetitive segments.

Indentation is simply a matter of task and style

Bauer et al. [46] conducted a non-exact replication of a Miara et al. [68] previous study using

Java code snippets with varying indentation levels, and did not find any e"ect of indentation

depth on program comprehension, perceived di!culty, or visual e"ort.

Developers focus more on code that follows readability rules

Peterson et al. [44] showed two versions of the same code, one following the readability

rule and one not. When asked to choose, developers focused more on code snippets that

followed readability rules, especially for avoiding nested if statements, showing their preference.

Specifically, minimizing nesting and avoiding do-while loops.

Debugging time increases with variability in code

Santos and Sant’ Anna [59] shows that comprehensibility was more negatively a"ected when

a variable which is shared between features was defined in a point far from where it was used.

Melo et al. [58] found that for data flow bugs, it was more helpful to dedicate attention to how

the data values change during debugging. And for control flow bugs, to dedicate attention at

the source code to understand the logic structure.

Method syntax is more di"cult than Query Syntax

Katona et al. [48] evaluated Microsoft’s statement that LINQ query syntax-based queries are

easier for people to read and interpret than method syntax-based ones. It found that for

method syntax, the information retrieval was more di!cult and less e!cient, requiring more

mental e"ort to determine the query results.
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3.4 RQ4. IN WHAT WAYS HAVE RESEARCHERS USED EYE-TRACKERS TO COLLECT

AND VISUALIZE QUANTITATIVE MEASUREMENTS IN RECENT STUDIES?

3.4.1 Eye-tracking metrics

In these studies, researchers collect eye-tracking metrics, as described in the methods

section, to provide valuable insights into visual attention and cognitive load during tasks.

To understand visual attention:

• Fixations: Indicates where the user is focusing their attention for extended periods.

• Fixation sequences: Indicates how information is processed and the cognitive strategy

used

• Fixation Duration: Reveals how long the user remains focused on a specific area (AOI).

• Time to First Fixation: Indicates how quickly an element in a visual display captures the

user’s attention.

• Heat Maps: Shows the distribution of visual attention across the screen. Areas with more

attention will be highlighted in “hotter"colors.

• Saccades: Quick and e!cient saccades may suggest a smooth reading process, while

long or irregular saccades might indicate di!culty in processing information.

• Regression: indicating re-reading or reevaluation behavior.

To understand Cognitive Load and Mental E"ort:

• Pupil Size: Variations in pupil size can suggest cognitive load and mental e"ort. Larger

pupils often indicate greater mental processing.

• Blinks: Increased blink frequency can be a sign of mental strain or stress.

• Fixation sequences: Complex sequences may indicate a higher cognitive load as users

shift attention to process di"erent areas.

As shown in Table 1, the most frequently reported being fixations, fixation duration, and

fixation sequences.
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Tabela 1 – Eye-tracking metrics used in the reviewed studies

Metric Count
Fixations 16
Fixation duration 14
Fixation sequences 9
Saccades 8
Heat maps 5
Pupil dilation 4
Regression 3
Time to First Fixation (TFF) 1
Perceptual span 1
Blink rate 1

3.4.2 Experiment design

Across the debugging studies, participants were asked to examine source code to identify

programming errors, although specific tasks varied according to each research design. While

not all studies included every step shown, the flowchart (Fig. 5) summarizes the core activities

participants engaged in across experiments.

Figura 5 – Flowchart summarizing developer actions during debugging tasks in selected studies.

• In [Barik et al., 2017] [56], the task was time-constrained, giving developers five minutes
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to identify compiler-related issues.

• In [Katona et al., 2019] [67], participants had to debug an insertion sort algorithm with

hidden errors (Incorrect Loop Condition, Premature Loop Termination and Incorrect

Index Assignment).

• In [Nivala et al., 2016] [60], participants were given eight C code snippets—five with

common bugs such as surface-level errors, control flow issues, plan structure bugs, and

structure interaction problems—and were asked to identify and describe errors, or write

the expected output if none were found.

• In [Peng et al., 2016] [57], participants had to debug a heap sort algorithm with control

flow bugs, and a quick sort algorithm with data flow bugs in an IDE with marked interest

areas: debug thread, variables, code, outline, and console.

• In [Melo et al., 2017] [58] and Santos and Sant’ Anna [59], participants were briefly

trained on variability and feature-related concepts before identifying bugs tied to feature

dependencies. In [Melo et al., 2017] [58], this task was followed by interviews in which

participants reflected on their debugging experiences and strategies.

• In [Lin et al., 2016] [61], participants had to debug two programs (including iterative

and recursive structures) while their performance was graded. The researchers used this

grade to divided participants into high and low-performing groups based on debugging

e!ciency.

• In [Chandrika et al., 2017] [66], participants were asked to review source code with the

intention of findings bugs, and talk aloud the error line and description.

Across the code comprehension studies, participants were asked to read source code and

perform tasks such as summarizing the code, predicting program outputs, answering com-

prehension questions, or comparing and evaluating alternative code versions. While not all

studies included every step shown, the flowchart (Fig. 6) summarizes the core activities parti-

cipants engaged in across experiments.

• In Jbara and Feitelson [43], researchers followed a between-subject design to assign

developers tasks with di"erent versions of a program. Participants were asked if they

understood what the program did, and to evaluate the code di!culty on a 5-point scale

along with the evaluation reason.
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Figura 6 – Flowchart summarizing developer actions during code comprehension tasks in selected studies.

• In Peterson et al. [44], participants were shown two versions of the same code, one

following the readability rule and one not, and had to choose between the two and

justify their preference.

• In McChesney and Bond [47], participants had to read and understand Java programs

(presented in either crowded or spaced formats), then describe the function of each

program verbally, rate their own confidence in understanding, and were also evaluated

by researchers on their comprehension.

• Participants had to create summaries explaining the code functionality or usage:

– In Rodeghero et al. [64], participants had to read Java methods and write a sum-

mary for each one using a custom interface during a controlled, one-hour session.

– In Peterson et al. [42], participants were asked to create summaries describing

the implementation and usage of two methods and two classes, using both the

Java source code and Stack Overflow (starting from the homepage) to search for

relevant information.

– In Abid et al. [65], developers had to read methods from a pool of 63 Java methods

of 5 di"erent open source programs, and write a summary for them.

– In Saddler et al. [53], participants were tasked with summarizing four API elements

— two methods and two classes — using Stack Overflow resources, without access

to the source code.
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• Participants had to answer comprehension questions:

– In Peachock et al. [40], participants read three natural language texts and seven

small C++ programs, then answered randomized comprehension questions (sum-

mary, multiple choice, or factual) and self-assessed di!culty.

– In Busjahn et al. [52], developers were asked one of three possible questions: (1)

write a summary of the code, (2) write the value of a variable after program

execution, or (3) answer a multiple-choice question about the program.

– In Simhandl et al. [51], the participants had to read and complete sentences about

the specification of the code.

• Participants had to predict the output of the code:

– In Peitek et al. [45], researchers conducted a non-exact replication of a previous

study comparing the reading order of novices and expert programmers. Participants

had to read the code snippet and give the final output of the code.

– In Peterson et al. [49], participants had to read the three programs and were

assigned one of three comprehension questions about the program’s output, a

short answer, or a multiple choice question.

– In Bauer et al. [46], researchers conducted a non-exact replication of a previous

study using Java code snippets with varying indentation levels. Participants had

five minutes to read the code snippet and give the final output of the code. At the

end, participants rated the di!cult of the code snippets.

– In Beelders [55], developers had to read a short code snippet from four programs

with similar complexity, size, and structures, but with di"erent indentation levels

applied.

• Participants had up to a minute to observe each query.

• Participants read code/documentation and performed implementation-based tasks:

– In Peterson [50], participants had to solve real database manipulation tasks using

di"erent programming language variants.

– In Gorski et al. [54], participants had to perform a real-world integration task with

di"ering documentation, integrating the Google Maps API and configuring a CSP

policy using varied documentation.
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Across the model comprehension studies, participants were asked to comprehend and

analyze visual and textual abstractions:

• In Andrzejewska and Stoli#ska [62], participants had to solve algorithmic tasks presen-

ted as pseudocode and structured flowcharts, focusing on true-false and output-answer

assignments.

• In Störrle et al. [63], users were presented various UML diagrams to analyze.

Related to traceability, in Kevic et al. [41], to investigate developers’ detailed behavior

while performing a change task, the participants had to work on three bugs for a total of 60

minutes.

3.4.3 Artifacts

Among the various artifacts analyzed, Java was the most widely used, appearing across

multiple studies and topic domains (see Fig. 7). In contrast, studies focusing on model com-

prehension often relied on more abstract or visual artifacts, such as UML diagrams, flowcharts,

or English pseudocode, which are more appropriate for representing high-level system models

and design concepts.

Several of the top-used artifacts—Java, C++, C#, and JavaScript—share a common trait:

they are object-oriented programming languages. This preference is likely influenced by both

the structure and reusability o"ered by these languages, as well as the participants’ familiarity.

As illustrated in Fig. 8, studies focused particularly on students who had prior exposure to

such languagues through academic programming courses.
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Figura 7 – The type of artifact used, grouped by Topic Domain.

Figura 8 – Distribution of Programming Artifacts Across Participant Types in Research Studies

3.5 RQ5: WHAT ARE THE KEY LIMITATIONS IDENTIFIED IN RECENT EYE-TRACKING

STUDIES WITHIN SOFTWARE ENGINEERING?

3.5.1 Participant Selection

Studies frequently had small sample sizes, lacked diversity, leading to questionable gene-

ralizability. As illustrated in Fig. 9, the majority involved between 20 and 30 participants.

Larger studies were uncommon—only two included more than 50 participants, with the largest

involving 114 participants [62]. Notably, one-third (33%) of the studies had fewer than 20
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participants, with the smallest including just 9 participants [51].

Figura 9 – Distribution of total participants across selected studies.

Figure 10 highlights a lack of diversity in participant expertise across the reviewed literature.

Most studies primarily involved students, which appeared in 24 out of 28 studies. Professional

participants were included in about 12 of those studies, although typically in smaller numbers

compared to students. Only one study included faculty members, and two studies did not

report participant backgrounds at all.

In the majority of those studies, experts were defined as individuals who had already

completed a bachelor’s degree and/or is a professional with experience in the field. Peachock

et al. [40] was an exception, categorizing senior computer science students as experts, causing

di!culties in detecting nuanced di"erences between novices and experts.

The language background or familiarity of the participants with the chosen Integrated

Development Environment (IDE) might have influenced the comprehension and introduced an

additional cognitive load. In Gorski et al [54], it was observed that developers mainly focus

on code examples and skim through the rest of the documentation. However, in this study,

the participants were German native speakers reading English documentation, which may have

influenced comprehension and introduced an additional cognitive load.

3.5.2 Technical limitations with Eye-Tracker technology

Eye-tracking data was often incomplete due to equipment limitations or restricted tracking

environments.
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Figura 10 – Composition of study participants by type across reviewed studies.

Commodity eye trackers had lower sampling rates, which prevented detailed line-level or

word-level analyses. Those eye-trackers struggled with accurately mapping gaze data to se-

mantic code elements during dynamic contexts like actual code editing or writing. Studies

commonly select small, non-scrollable code snippets or restricted participants from performing

realistic actions such as freely browsing code or using external search engines, significantly

limiting generalizability.

Eye-trackers also struggled with participants wearing glasses, and data quality was often

compromised, resulting in discarded datasets. Some studies performed an occasionally neces-

sary manual correction of fixation data, introducing potential bias and inaccuracies.

3.6 RQ6: WHAT EYE-TRACKERS ARE MOST FREQUENTLY USED IN RECENT EYE-

TRACKING STUDIES?

In the reviewed studies, non-intrusive trackers were predominantly used. The screen-based

(remote) eye-trackers do not require the participant to wear any equipment, and the tracker

records the eye movements at a distance while mounted below or placed close to a computer

or screen. Intrusive eye-trackers are mounted onto lightweight eyeglass frames, and record eye

activity from a close range. Only Simhandl et al [51] used such type of tracker.

As shown in Figure 11, Tobii emerged as the most popular manufacturer for tracking
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visual attention of participant in relation to programming. Tobii’s models were used in 14

studies, including the X60, TX300, EyeX, and X3-120 models. SMI appears as the second

most common, featured in 5 studies, employing models such as iViewX, REDm, RED 4, and

RED Professional; GazePoint GP3 was reported in 3 studies; and EyeTribe, Eyelink, and Pupil

Labs with one study each. Three studies did not specify which device was used.

Figura 11 – The version of eye-tracker used, grouped by manufacturer

Several eye-trackers have been discontinued: EyeTribe ceased operations following its ac-

quisition by Meta in 2016 [70]; SMI ceased all eye-tracking products and support following its

acquisition by Apple in 2017 [69]; Tobii models such as the X60, TX300, EyeX, and X3-120

are no longer manufactured and have been succeeded by newer devices.

3.7 RQ7: HOW COULD EYE-TRACKING METHODOLOGY BE USED TO ANALYZE THE

HARMFULNESS OF CODE SMELLS?

Martin Fowler defined “Refactoring"as “a change made to the internal structure of soft-

ware to make it easier to understand and cheaper to modify without changing its observable

behavior"(M. Fowler. Refactoring: Improving the design of existing code, 2018) [2]. Thus, a

refactored code leads to savings in terms of time and resources. Understanding the harmfulness

of code smells could assist programmers in identifying opportune moments for refactoring.

To harmfulness of code smells, in Lima et al. [72], it was adopted the categories CLEAN,

SMELLY, BUGGY, and HARMFUL:
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• CLEAN: code with no smells or bugs

• SMELLY: code with smells

• BUGGY: code with one or more defects or bugs that have been reported

• HARMFUL: a SMELLY code element having one or more bugs reported

3.7.1 Hypothesis

Debugging harmful code requires more cognitive e"ort for error-finding compared to de-

bugging buggy code.

3.7.2 Procedure

Use eye-tracking technology to measure visual attention and cognitive load while partici-

pants look for errors in di"erent snippets of code. Compare the performance and correctness

across the buggy and harmful programs.

3.7.3 Artifacts

Buggy and Harmful code snippets in Python language, due to its popularity and simplicity

for novices, especially given the impact of language familiarity as a limitation commonly noted

on this study’s analyzed papers.

3.7.4 Study Variables

These metrics will be obtained through the use of eye-tracker to support the experiment:

• Fixation sequences: to understand participants’ cognitive behavior while looking at the

segment containing an error, as well as shifting attention to areas with smells

• Fixation Duration: to measure the complexity of understanding and fixing the error

• Time to First Fixation: to quantify how long the participant takes to find the error
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• Heat Maps: to understand visual focus on the smell and how it impacts the time spent

on error finding

• Saccades: to identify the reading process while switching between the smelly and normal

code

• Pupil Size and Blinks: to measure the cognitive e"ort while being exposed to the smell

Additionally, we will consider whether the participant locates the bug and the time it took.

3.7.5 Participants

Based on the documents reviewed as part of this updated SLR, it is possible to notice

that the majority of the studies use a sample of 30 participants or less. In order to abide to

the standard set by these previous researches, it is proposed that future studies use a diverse

group with at least 40 participants, 20 novices and 20 experts.
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4 CONCLUSION

The systematic literature review presented here rea!rms eye-tracking technology as an

e"ective means of investigating developer interactions and cognitive processes related to soft-

ware engineering activities. The review shows advancements in research methodologies since

2015 and limitations such as small participant groups, limited diversity, and technological

constraints of eye-tracking equipment. Recognizing these insights, an eye-tracking experi-

ment targeting the assessment of code smells’ harmfulness was proposed, through measurable

cognitive load and debugging performance metrics. Future work will focus on executing this

proposed experimental setup to empirically understand the impact of code smells, o"ering

practical implications for code refactoring practices. Additionally, further enhancements to the

Review Wise tool can expand its capabilities across additional phases of systematic literature

reviews.
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cure Coding Practices. In IEEE Transactions on Software Engineering"
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.2 SUMMARY OF PAPERS REMOVED DURING ELIGIBILITY ASSESSMENT

• Fakhoury et al. [10] only employ eye-tracking as a supplementary to fNIRS and not

the primary method of investigation. It investigated the impact of poor source code

lexicon and readability on developers’ cognitive load by combining fNIRS (functional

Near Infrared Spectroscopy) brain imaging and eye-tracking data to map cognitive load

to specific code elements.

• Studies that did not collect or analyze new empirical data:

– Feitelson [5] was only a working session at a conference, not presenting original

research;

– Mansoor [6] and Mi et al. [7] only outline future research plans;

– Obaidellah et al. [8] performed a survey that synthesizes and reviews existing lite-

rature;

– Kevic [9] analyzed his previous research [41] that conducts an exploratory work

using eye-tracking to create a model that can predict relevant code elements for

better tool support; this was later included in the snowballing step.

• Studies that had other primary goals and did not focus directly on software engineering

activities:

– Propose a new approach to compute, represent, or predict visual attention patterns:

∗ Jermann and Sharma [21] present a novel dialogue coding scheme that exa-

mines the relationship between gaze patterns, dialogue, and performance in

spatially distributed (remote) pair programming tasks.

∗ Zyrianov et al. [39], Zhang et al. [38], Sharafi et al. [33], and Kevic [24] present

novel experimental designs to capture realistic software maintenance processes
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in terms of software complexity and IDE interactions, allowing for scrolling,

editing, and navigating large databases.

∗ Abbad-Andaloussi et al. [11] proposes an approach to estimate the mentally

demanding parts of source code using eye-tracking and machine learning.

∗ Madi et al. [28] proposes a machine learning model that uses token frequency

and token length in reading source code to estimate programming proficiency

and classify novices and experts.

∗ Hijazi et al. [19] collects biometric data and uses Artificial Intelligence techni-

ques to estimate the engagement and how well the reviewer has covered and

understood the di"erent regions of the code under review.

∗ Ahsan and Obaidellah [13] uses machine learning to predict expertise among

novice programmers based on their performance and gaze metrics.

∗ Kano et al. [22] analyzes gaze transitions during programming debugging to

create a transition diagram based on a Markov process and a Z-test to re-

present how gaze moves between di"erent components and code blocks in a

programming editor.

∗ Deitelho" et al. [17] proposes one AOI model and compares the influence of

those di"erent AOI models from a methodical point of view.

∗ Sorg et al. [37] proposes a fine-grained analysis of cognitive load during pro-

gram comprehension to identify critical parts of the code (PoCs).

∗ Ioannou et al. [20] proposes to create a tool that visualizes cognitive proces-

ses linked to specific source code artifacts. The paper uses eye-trackers to

capture pupil dilation and fixation as indicators of cognitive load during code

comprehension.

∗ To help teachers evaluate students’ debugging skills and identify areas for

improvement, Li et al. [26] proposes an eye-tracking based assessing framework

for evaluating students’ performance during error-finding tasks. Afterwards,

Liu et al. [27] proposes a new metric, matched ratio of program execution,

to describe the proportion of gaze path matching with program execution.

Subsequently, Li et al. [25] proposes a task-oriented analysis method, which

divides the data analysis work into two levels, focusing on the relevant visual

AoI and the actions in the same task.
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– Demonstrating or showcasing eye-tracking tools, systems, or frameworks specifically

for data collection or visualization purposes:

∗ Katona et al. [23] details the usage of Gazepoint GP3 eye-tracker and OGAMA

software to record and analyze eye-motion parameters during a program source-

code debugging taks. It emphasizes the recording process, calibration and data

collection to understand how subjects solve errors in an algorithm.

∗ Sha"er et al. [32], Sharif and Maletic [36], and Sharif et al. [35] introduce

iTrace, an Eclipse plugin designed to record developers’ eye movements while

they work on software tasks.

∗ Sharif et al. [34] provides practical guidelines in collecting and analyzing eye-

tracking data through the iTrace software pipeline.

∗ Fakhoury et al. [18] introduces iTrace-Atom and gazel, tools designed to

enhance eye-tracking studies in software engineering by supporting source code

edits. It addresses the problem of traditional eye-tracking tools struggling with

tracking gaze data during source code editing, which limits the scope of rese-

arch.

∗ Behler et al. [14] introduces iTrace-Toolkit, a community eye-tracking infras-

tructure designed to standardize and simplify the analysis process, making it

easier for researchers to handle large datasets and focus on relevant data for

their studies.

∗ Clark and Sharif [15] introduces iTraceVis, an eye-tracking visualization com-

ponent for the iTrace plugin in Eclipse.

∗ Mucke et al. [30] introduces REyeker, a remote eye-tracking tool.

∗ Roy et al. [31] introduces VITALSE, a tool designed for visualizing combined

eye-tracking and biometric data mapped to source code elements.

– Proposing an eye-tracking-based framework designed to enhance developer pro-

ductivity:

∗ Ahrens et al. [12] proposes an approach to help developers navigate and un-

derstand unfamiliar code more e"ectively. It uses eye-tracking to identifying

areas of high and low attention during software maintenance tasks. Transfer

attention by heatmaps in the code’s background, and coloring the class name

in the package explorer to represent class switches.
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∗ Mangaroska et al. [29] presents a mirroring tool and analyzes how it influences

users’ performance in a debugging task; It applies multimodal user-centered

analysis to design learning strategies that enhance programming and debugging

skills.

∗ Deitelho" and Harrer [16] shows a work-in-progress proposal to use eye-tracking

data to create a dynamic help system for learners solving programming tasks.

.3 TABLE OF SELECTED STUDIES
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Tabela 2 – Topic domains, eye-tracker, artifacts, and participants (S = Students, FM = Faculty members, P
= Professionals, and NM = Not mentioned) for the selected papers.

Code Topic Domain Eye-trackers Artifacts Participants

Peterson et al., 2019a Code Comprehension Tobii X60 Java 15 S
Peterson et al., 2021 Code Comprehension Tobii X60 Java 9 S; 5 P
Peng et al., 2016 Debugging Tobii X60 Java 20 S
Rodeghero et al., 2015 Code Comprehension Tobii TX300 Java 10 P
Simhandl et al., 2019 Code Comprehension Pupil Labs CASM 9 NM
Abid et al., 2019 Code Comprehension Tobii X60 Java 13 S; 5 P
Nivala et al., 2016 Debugging SMI C 15 S; 8 P
Barik et al., 2017 Debugging GazePoint GP3 Java 56 S
Andrzejewska and Stoli#ska, 2022 Model Comprehension SMI iViewX Pseudocode; Flowcharts 114 S
Busjahn et al., 2015 Code Comprehension SMI REDm Java 14 S; 6 P
Beelders, 2022 Code Comprehension NM C# 36 S; 4 P
Santos and Sant’ Anna, 2019 Debugging Tobii EyeX C++ 6 S; 24 P
Jbara and Feitelson, 2015 Code Comprehension EyeTribe Java 18 S; 2 FM
Bauer et al., 2019 Code Comprehension Tobii EyeX Java 15 S; 7 P
Peachock et al., 2017 Code Comprehension Tobii X60 C++ 33 S
Peterson, 2021 Code Comprehension NM Java; SQL 15 S; 16 P
Störrle et al., 2018 Model Comprehension SMI RED 4 UML 28 NM
Chandrika et al., 2017 Debugging SMI Red Professional C# 26 P
Saddler et al., 2020 Code Comprehension Tobii X60 Java 30 S
McChesney and Bond, 2021 Code Comprehension Tobii X3-120 Java 31 S
Katona et al., 2019 Debugging GazePoint GP3 C# 16 S
Kevic et al., 2015 Traceability Tobii X60 Java 12 P; 10 S
Lin et al., 2016 Debugging Eyelink 1000 C 38 S
Katona et al., 2020 Code Comprehension GazePoint GP3 C# 34 S
Melo et al., 2017 Debugging Tobii EyeX Java 7 S; 13 P
Peterson et al., 2019b Code Comprehension Tobii X60 C++ 17 S
Peitek et al., 2020 Code Comprehension Tobii EyeX Java 31 S
Gorski et al., 2022 Code Comprehension NM Javascript 49 S
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