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ABSTRACT

In the robotics field, simulation environments are essential for designing, evaluating, and
validating complex autonomous behaviors before actual deployment, and the RoboCup 2D Sim-
ulation League provides a robust framework for testing multi-agent coordination and decision-
making under uncertainty, benefiting AI and robotics research. Domain-specific languages
like RoboSim enable intuitive high-level robot behavior modeling using finite-state machines
(FSMs), yet converting these models into executable code is challenging due to the semantic
gap between declarative DSL structures and imperative languages such as C++. This re-
search presents an Eclipse plugin that automates the translation of RoboSim models into code
using a C++ library that supports state machine implementations. The translation is system-
atic as it is based on defining and implementing translation rules to generate accurate FSM
representations for the RoboCup 2D simulation environment. The approach ensures behavior
consistency, facilitating the transition from high-level design to implementation and simplifying
the development of autonomous agents while minimizing errors during deployment.

Keywords: RoboCup, simulation, finite-state machines, RoboSim, C++, autonomous agents,
multi-agent.



RESUMO

Na área da robótica, ambientes de simulação são fundamentais para o projeto, a avaliação
e a validação de comportamentos autônomos complexos antes da implantação real. A liga
de simulação 2D do RoboCup oferece uma estrutura robusta para testes de coordenação
multiagente e tomada de decisão sob incerteza, beneficiando pesquisas em inteligência artificial
e robótica. Linguagens específicas de domínio, como a RoboSim, possibilitam a modelagem
intuitiva e de alto nível do comportamento de robôs por meio de máquinas de estados finitos
(FSMs). No entanto, a conversão desses modelos em código executável é desafiadora devido
à lacuna semântica entre as estruturas declarativas da DSL e linguagens imperativas como
C++ utilizando uma biblioteca que permite a implementação de máquinas de estado. Esta
pesquisa apresenta um plugin para o Eclipse que automatiza a tradução de modelos RoboSim
para código C++. A tradução é sistematica por se basear na definição e implementação de
regras de conversão para gerar representações precisas de FSMs no ambiente de simulação 2D
do RoboCup. A abordagem garante a consistência do comportamento, facilitando a transição
do design de alto nível para a implementação e simplificando o desenvolvimento de agentes
autônomos, ao mesmo tempo em que minimiza quantidade ou ocorrência erros durante a
implantação.

Palavras-chaves: RoboCup. Simulação. máquinas de estados finitos. RoboSim. C++. agentes
autônomos. multiagente.
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1 INTRODUCTION

Simulation plays a vital role in the development of robotic systems (ŽLAJPAH, 2008). Before
deploying robots in real-world environments, where errors can be costly or even dangerous,
developers rely on simulation environments to model, test, and iterate control logic, sensor
integration, and overall system behavior. Simulations enable rapid prototyping, reproducibility,
and safe experimentation, making them indispensable tools in modern robotics workflows.

A notable example of simulation-driven development is the RoboCup Simulation Leagues.
RoboCup1 is an international scientific initiative focused on advancing the state of the art in
intelligent robotics. Established in 1997, its original mission was to field a team of autonomous
robots capable of defeating the human soccer World Cup champions by 2050.

The RoboCup Simulation Leagues serve as a long-standing research platform in which
autonomous agents compete in simulated soccer matches. Each agent must perceive its envi-
ronment through noisy and partial observations, making real-time decisions while coordination
with teammates. This simulation environment has become a testing ground for a wide range
of topics of artificial intelligence (AI), including multi-agent coordination and decision making
under uncertainty (PROKOPENKO; WANG, 2019).

In the development of autonomous systems and robotic applications, the use of domain-
specific languages (DSL) has become increasingly prevalent (CHALLENGER et al., 2014). These
languages offer high-level abstractions that enable developers to model complex behaviors, such
as decision making and control logic, in a declarative and intuitive manner. One such language,
RoboSim (CAVALCANTI et al., 2019), is specifically designed to model simulations of robotic
systems based on finite-state machines (FSMs). RoboSim features include diagram editing
in RoboTool and CSP (BROOKES; ROSCOE, 2021) formal semantics. RoboTool automatically
generates this semantics, enabling verification of classical concurrency properties and domain-
specific properties.

Since it is a nonexecutable modeling language, deploying RoboSim models to real-world
systems requires translation into a general-purpose programming language such as C++. This
transition presents several challenges. RoboSim’s abstract semantics, hierarchical states, and
event-driven behavior must be faithfully mapped to an imperative paradigm, by preserving the
intended logic, timing guarantees, and system constraints.
1 https://www.robocup.org/
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This dissertation explores the methodology and design principles underlying the translation
of RoboSim state machines into C++ implementations. We analyze the core syntax and
semantics of RoboSim, identify key translation patterns, and propose a systematic rule-based
approach to achieve the code in the target language. Our approach enables developers to
bridge the gap between high-level simulation and low-level deployment, ensuring that the logic
developed and validated in RoboSim carries over accurately into production environments.
We also investigated employing Large Language Models (LLMs) as an alternative strategy
to systematic rule-based translation. Generative AI can create new content by identifying
patterns in data, supporting tools that improve writing, design, and coding, thus boosting
problem-solving efficiency and creativity.

The structure of the dissertation is as follows. Chapter 2 reviews related work on the
translation of DSLs to other domains. Chapter 3 presents an overview of the Simulation 2D
environment, and RoboSim. Chapter 4 described the modeling approach, the translation rules
from RoboSim to C++, and an example of transformation setup. Chapter 5 describes the
implementation details of the translation rules. Also, 6 describes an alternative solution for a
translation using the model file description and GPT. Finally, we conclude our work in Chapter
7.
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2 RELATED WORK

Regarding the modeling aspect, this work uses the RoboSim notation to specify simulations
that are technology agnostic. RoboSim is part of an elaborate and modern software engineering
process for developing robotic systems called RobStar. Apart from RoboSim for simulation and
RoboTool as tool support, RoboStar offers another notation for modeling abstract designs of
robotic controller software.

Robochart (MIYAZAWA et al., 2019) aims to reduce the gap between abstract design model
of controller software and their verification. It is DSL for the design and formal verification
of robotic controllers. RoboChart is based on UML state machines and provides constructs
for modeling timed and concurrent behaviors, as well as architectural components such as
controllers and robotic platforms. Like RoboSim, Its formal semantics is defined using CSP
(Communicating Sequential Processes) and supports automated reasoning via model checking
and theorem proving. This work highlights the importance of integrating formal semantics into
robotic DSLs to bridge the gap between design and verification, an aspect often lacking the
work in ad hoc state machine languages used in simulation.

The work in (ZHANG et al., 2021) proposes a transformation strategy for translating Ro-
boSim models into the UPPAAL (GIBSON-ROBINSON et al., 2014) timed automata network
(NTA), allowing formal verification of real-time, stochastic, and hybrid behaviors. This work
uses pattern-based mapping rules to preserve RoboSim’s cyclic execution semantics and is
implemented as a RoboTool plugin. The purpose here is similar, but we aim for an executable
implementation in C++, whereas that work concentrates on formal verification via translation
into UPPAAL.

The work in (SANTOS; FILHO; SAMPAIO, 2023), the authors present a model-driven develop-
ment approach for robotic systems targeting the RoboCup Brazil Flying Robots Trial League.
Using RoboChart and RoboTool, the authors design and verify the behavior of an autonomous
UAV, ensuring both classical properties (e.g., deadlock freedom) and domain-specific require-
ments through model checking with FDR (GIBSON-ROBINSON et al., 2014). Their work empha-
sizes the importance of formal modeling in competitive robotics and demonstrates how design
can guide and structure implementation, particularly a Python-based runtime using state ma-
chines. This highlights the applicability of RoboChart not only for correctness assurance but
also as a blueprint for generating executable architectures.
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The work in (YE; FOSTER; WOODCOCK, 2023) advances robotic verification by integrating
formal methods with animation through interaction trees (ITrees) for RoboChart models. Their
framework provides composable operational semantics for reactive and concurrent robotic
programs, validated through case studies on chemical detector and patrol robots. By resolving
nondeterministic choices in state machines and generating verified Haskell representations via
Isabelle/HOL, they bridge the gap between mathematical verification and practical validation.
This hybrid approach offers both formal rigor and intuitive testing capabilities, addressing the
reliability challenges faced by autonomous systems in complex environments.

In (ISOBE et al., 2021) the authors explore formal verification of concurrent finite-state ma-
chines for cooperative robotics through a transport robot case study. Using Communicating
Sequential Processes (CSP) for specification and the FDR model checker for verification, they
established a complete formal pipeline from design to implementation. Their methodology
identified control logic errors before physical deployment while providing reusable formal de-
scriptions of robot behaviors. The validated implementation on Robot Technology Middleware
using Raspberry Pi robots effectively demonstrates how formal methods can enhance relia-
bility in practical cooperative robotic systems, particularly for critical mode transitions and
event-based interactions.

The work in (BAZYDŁO; ADAMSKI; STEFANOWICZ, 2014) addresses the critical bridge be-
tween high-level system modeling and hardware implementation through their work, the trans-
lation of UML state machine diagrams into Verilog. Their methodology leverages a Hierarchical
Concurrent Finite State Machine (HCFSM) as an intermediate representation to decompose
complex UML diagrams into master-slave FSM structures, enabling the generation of modular,
synthesizable Verilog code.
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3 BACKGROUND

3.1 ROBOCUP SOCCER SIMULATION 2D

The Soccer Simulation 2D League is the longest running competition within the Robocup
Soccer Simulation Leagues 1. This league only involves virtual robots and each virtual robot
can have unique strategies and traits, while every virtual team is a collection of software
programs (CHEN et al., 2003).

Figure 1 – 2D soccer match

Source: Author (2025)

The RoboCup Soccer Simulation 2D league is centered on the RoboCup Soccer Simulator
Server (RCSSS) 2 (NODA; MATSUBARA, 1996). This simulator allows two teams, each consisting
of 11 independent players and an autonomous coach agent, to participate in a football match
with highly realistic rules and real-time action. This platform is primarily used for research and
educational purposes in the field of multi-agent systems. The RCSSS executes and manages
a 2D football match and has a comprehensive knowledge of the game, including the precise
location of all elements and their movements. In addition, the game relies on communication
between the server and each agent. Players receive incomplete and imprecise information about
the environment and, based on their logic and algorithms, the agents generate fundamental
1 https://ssim.robocup.org/
2 https://github.com/rcsoccersim/rcssserver
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commands (such as dashing, turning, or kicking) to interact with the game world. Figure 1
shows a 2D soccer match before a penalty kick in game mode penalty_setup_r, indicating the
penalty is occurring on the right side of the field. Both goalies are moved to the right goal
area. Each match features two teams, distinguished by different colors, with 11 players per
team, and each player functions as a separate process.

Several open-source code bases in C++ are available, including Gliders2D (PROKOPENKO;

WANG, 2018), Cyrus2D (ZARE et al., 2022), and Helios Base(AKIYAMA; NAKASHIMA, 2014), the
most well-known and used in this work. Figure 2 illustrates the architecture of all these code
bases, which follow the same agent behavior structure as presented in (AKIYAMA; NAKASHIMA,
2014).

Figure 2 – Decision making of agent2d

Source: (AKIYAMA; NAKASHIMA, 2014)

Our focus here is on behavior, which is a set of rules that define a complex action. A
behavior can be used by multiple roles, meaning that, for example, the same behaviour used
by the center forward can also be used by the wing attacker, depending on the strategy.
Behaviors can be as complex as the situation requires. For example, we can create a behavior
to execute the best possible pass, as well as one for a basic movement from point A to point
B. A complex behavior can be composed of simpler behaviors, for example we can create a
behavior to execute two actions in the same cycle, or create a behavior that executes other
behaviors depending on the game situation.

Another interesting example is the behaviors of the players involved in a penalty kick,
namely the goalie and the kicker, as illustrated in Figure 3. From the goalie’s point of view,
it starts at the goal and can move anywhere on the field. Meanwhile, the kicker begins in the
center circle and tries to score a goal. As shown in Figure 3, the entire green area, bordered
by the outer white line, is a walkable space for both players, while the other players do not
move.
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Figure 3 – Illustration of the penalty kick scenario

Source: Author (2025)

3.2 ROBOSIM

RoboSim is part of the RoboStar framework 3, whose central objective is to develop a
systematic and rigorous methodology for modelling, verification, simulation, testing, and im-
plementation of robotic applications. In the RoboStar technology, the first step focuses on
abstract design models, as presented in Figure 4. These models are written using RoboChart,
a DSL aligned with notations commonly accepted by roboticists. From a RoboChart model,
we automatically generate a simulation model in RoboSim, which is the focus of this work. We
start from a simulation model because our context is a simulation environment in the Soccer
Simulation 2D League. This simulation model is then translated into a C++ implementation.

Figure 4 – RoboStar framework

RoboChart RoboSim

Design Model Simulation Model

Translation Translation

Implementation

Source: Author (2025)

3 https://robostar.cs.york.ac.uk/
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RoboSim (CAVALCANTI et al., 2019) is a techonology-independent notation for modeling
simulations of robotic systems. It is based on the Unified Model Language (UML) state ma-
chines to specify the behavior of the control software of a simulation. RoboSim has a formal
semantics defined in tock-CSP, a version of CSP that considers time (ROSCOE, 2011). So,
verification of classical behavioural properties, such as determinism, deadlock and livelock
freedom of the models, can be performed by the model checker FDR (GIBSON-ROBINSON et

al., 2014). Also, domain-specific properties can be proved as well.
To illustrate the notation and the main components of a RoboSim simulation, we consider

the state machine ClientStm in Figure 5. A RoboSim model specifies a cyclic mechanism since
it is an abstraction for a simulation. So, in the ClientStm, we note the definition of the cycle
period using the predicate cycle == 1. In our example, we consider that each cycle takes one
time unit.

Figure 5 – RoboSim model

Source: Author (2025)

In a RoboSim state machine definition, inputs and outputs are made explicit. For our
machine in Figure 5, the event Run is an input, while the operations declared in the interfaces
iOutOps are outputs. The machine ClientStm also requires the interface iPlayer, which declares
the software operation SamplePlayer(), and declares a local variable agent of type PlayerAgent.

Each cycle of execution of a simulation machine is marked with the special event exec,
which does not need to be declared. The behavior of ClientStm begins in the first cycle,
where its initial transition, from the initial junction to the state ReceiveRun, is fired. From
this state, there are two possible transitions. If condition not $Run holds, the self-transition
of ReceiveRun is taken, and the machine starts a new cycle to read a new value from the
environment and assign it to the boolean variable $Run again. Otherwise, it means that the
controller behaviour must proceed, as part of the current cycle, and the control flows to the
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state CallBack, where its entry action is immediately executed. In this case, it is a call to the
software operation SamplePlayer. After that, the model reaches its final state.

A software operation in RoboSim is similar to a state machine, except that it can have
parameters. The behavior of SamplePlayer() is as follows. The initial transition leads to the
state ActionImpl, where its entry action checks whether the parameter agent is equal to
goalie. If so, the software operation doGoalie() is called. Otherwise, it calls the operation
doKicher(). The specifications of these two operations are omitted here. Finally, the transition
from CallAgent to the final state is made.

It is important to emphasize that, while the state machine depicted in Figure 5 encapsulates
the information propagated to the software operations, it is an abstraction of both a network
interaction and a function invocation in our C++ implementation.
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4 METHODOLOGY

This chapter describes the methodology used in this study, detailing the techniques, tools,
and procedures employed to define our translation rules. It is designed to ensure cohesion
during the translation from RoboSim to C++.

4.1 MODELING

This section focuses on detailing a RoboSim model that outlines a RoboSim Software
Operation.

4.1.1 Goalie Operation

Figure 6 – Goalie Behavior Model

Source: Author (2025)

In Figure 6, we present the RoboSim operation doGoalie(), which models the behavior of
the goalie during a penalty kick. Its behavior starts at the initial junction and immediately
transitions to the state SDoCatch, whose entry action uses (auxiliary) functions to compute
the values required to determine whether the goalie is positioned within the designated goalie
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area and whether the ball is in a catchable state. If both conditions are satisfied, then the
goalie is able to shoot the ball, as specified by the platform operation doShoot(), after which
the control flows directly to the final state of the operation. Otherwise, the transition to the
SClearBall state is fired, followed by a subsequent transition from it to a junction.

At this point, if the ball is kickable, (agent.worldModel.self.isKickable), the goalie can
intercept the ball using the operation doTackle(), that is, for instance, by kicking it away.
Subsequently, the model reaches its final state. If the ball is not kickable, the control flows to
state SdoTackle, whose entry action determines whether a tackle is feasible. If so, the goalie
catches the ball, and the execution ends. Otherwise, the goalie moves (specified by doMove()),
and the operation doGoalie() reaches its final state.

4.2 TRANSLATION RULES

The mapping from RoboSim to Helios Base (a code base in C++) is defined by a collection
of precise and compositional rules. The main rule, Rule 1, presented in Figure 7, converts a
RoboSim simulation into a C++ implementation. To achieve this, Rule 1 takes an RCPackage

as a parameter. This package contains all the necessary information for subsequent rules. The
meta-notation used to characterize the translation process is underlined, and C++ terms are
written in italics (and in different color: purple) as usual. The meta-notation is straightforward
and explained as needed.

Figure 7 – Translation of a simulation

Source: Author (2025)

In Rule 1, we first translate the functions of the simulation model using Rule 2. To translate
them, we iterate over all functions gathering their types, names, and arguments to convert
them into the C++ syntax.
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Figure 8 – Rule to translate functions

Source: Author (2025)

After translating the functions, Rule 1 deals with the translation of the simulation ma-
chines, which is effectively handled by Rule 3. This rule takes a StateMachineBody (smb) as a
parameter. In RoboSim, both state machines and software operations are types of smb. In Rule
3, each smb is translated into a C++ class of type SoccerBehavior, where the smb variables
become class attributes, as defined by Function 3 in Appendix A. Afterwards, Rule 3 creates a
C++ structure (struct) that inherits from the state machine definition of libboost1, a C++ li-
brary. This structure is instantiated using the name and initial junction of the machine. Finally,
Rule 3 invokes the function translate_nodes(), defined in Rule 4, to handle the translation of
the machine’s nodes.

Figure 9 – Rule to translate a State Machine Body

Source: Author (2025)

In our work, we consider the following node types: Initial, Junction, Final, and (simple)
State. (Composite states are left for future work.) In Rule 4, we iterate over these nodes to
translate them. The first three types share a common translation strategy due to their structural
similarity. The node State, however, requires further consideration since it can perform entry
and exit actions, as detailed in Rule 7. (RoboSim also supports during actions, but these are
1 https://www.boost.org/
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also left for future work.) To address the general case, we focus here on the translation of a
State.

Figure 10 – Translation rule for SMB nodes

Source: Autor (2025)

In summary, each node is translated into a C++ structure that inherits the state definition
provided by libboost2 (see Rule 5). Libboost defines a state type and its characteristics, such
as the context to which the state belongs. This definition requires both the node and machine
names. The latter represents the context to which the node belongs. In our case, it is always
the machine, since we do not consider composite states.

Figure 11 – Translation rule for a simple state

Source: Author (2025)

After creating the C++ structure, Rule 5 handles the translation of the state actions, if they
exist, by invoking Rule 6. Broadly speaking, the entry action (translate_entry_action() in Rule
2 https://www.boost.org/
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7) is translated into the structure’s constructor, while the exit action (translate_exit_action()
in Rule 8) is translated into its destructor. In both Rules 8 and 9, we use the function trans-
late_statement(), omitted here, to effectively translate the statements of the state action.

Finally, Rule 5 handles the translation of transitions out of the state. As specified by Rule
9, this is implemented through the react function, which serves as the mechanism used by
Boost to manage transitions. In RoboSim, a transition has a guard condition and an action.
The translation in Rule 9 begins by establishing the initial if condition, followed by a sequence
of else if conditions. Each of these conditions corresponds to a transition from the translating
state. Within each if (or else if) block, the transition’s action is executed, followed by a call
to return transit (a Boost function) with the target state as an argument.

Figure 12 – Translation rule for actions

Source: Author (2025)

Figure 13 – Translation rule for an Entry action

Source: Author (2025)
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Figure 14 – Translation rule for an Exit action

Source: Author (2025)

Figure 15 – Translation Rule for transitions

Source: Author (2025)
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5 SYSTEMATIC RULE-BASED IMPLEMENTATION

To illustrate the validation of our translation rules, we have encoded a subset of the rules
using the Xtend1 framework. Xtend is a Java-based language that offers various features to
handle, develop, and generate DSL code, with robust integration with Eclipse. Our imple-
mentation has been integrated with RoboTool, which is a modeling and verification tool for
RoboSim.

Figure 16 – Implementation of Rule 5

Source: Author (2025)

Within our strategy, every rule is implemented as an Xtend method that outputs a String,
which represents the generated C++ code. As depicted in Figure 16, the implementation
of Rule 5 starts by building a framework that is related to the state and then invokes
qnp.getFullyQualifiedName(s) to obtain the fully qualified name of the state. Subsequently, we
iterate through the state actions to translate them and call tg.translateTransitions to handle
all state transitions.

Figure 17 illustrates the translation of transitions, as defined in Rule 9. This implementation
starts by constructing the signature of the react function. It then extracts the condition and
action from the transitions to form a sequence of "if" (and else if) statements that represent
the state transitions. Consequently, upon receiving a Transition event, the react function is
triggered, leading to a state change.

In RoboTool, the laws implemented are encapsulated by a plug-in called SIMCPP Genera-
tor. So, when a RoboSim model is loaded, the SIMCPP Generator can be invoked by clicking
on the SIMCPP menu item in its toolbar, as shown in Figure 18. The C++ implementa-
1 https://eclipse.dev/Xtext/xtend/
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Figure 17 – Implementation of rule 9

Source: Author (2025)

tion is stored in the project directory /src-gen. As an example, part of the resulting C++
implementation of the operation doGoalie() is presented in Listing 1

1 class DOGOALIE_Robosim {

2 struct doGoalie : sc:: state_machine <doGoalie , initialStateGoalie >{};

3

4 struct dogoalie_docatch : sc::state < doCatch , doGoalie > {

5 using reactions = sc:: custom_reaction <Transition >;

6 sc:: result react(const Transition &){

7 if(true) return transit <f>();

8 }

9 }

10 };

Listing 1 – DoGoalie State Machine Implementation
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Figure 18 – SimCPP puglin in RoboTool

Source: Author (2025)
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6 ALTERNATIVE IMPLEMENTATION STRATEGY USING LLM

In addition, large language models serve as an effective mechanism for code translation
between programming languages. The established workflow, as illustrated in Figure 19, collects
the RoboSim file within a prompt and asks GPT to generate the equivalent C++ file that
interprets the state machine or the software operation. Subsequently, the code undergoes
automatic compilation, and in the event of an error, the feedback is reintroduced through a
loop strategy (LEITE et al., 2024).

Figure 19 – LLM framework architecture

Source: Author (2025)

The few-shot prompt strategy was chosen (BROWN et al., 2020) for its simplicity and
effectiveness. Few-shot prompt is a prompt technique that enables in-context learning by
providing demonstrations in the prompt to steer the model better performances. Our base
prompt shown in Figure 20 is made up of:

• A set of rules that the LLM must follow.

• A set of examples to show what the expected result is for a RoboSim state machine.

• The translation rules presented in 4.2

• The RoboSim file for translation.

The outcome deviated from our expectations. The LLM was unable to produce functional
results, as none of the generated code was capable of successful compilation. Consequently,
we categorized the results to evaluate the framework’s capabilities by examining the following
aspects:
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Figure 20 – Prompt Template

Source: Author (2025)

• Import libboost.

• Imports librcsc.

• Creates all states.

• Creates all transitions.

• Implements all conditions.

• Implement actions.

The findings indicate that, to some extent, the model can understand the intended task
assigned to it. The results in 1 for each criterion. We divided our tests into two categories; The
first category creates requests with a prompt containing the rules from 4.2, and the second
category creates requests with a prompt without rules from 4.2. A total of 80 requests were
performed, 40 for each category. However, without context with respect to RoboSim, the task
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proved challenging, requiring that we manually implemented the translation rules, as presented
in the previous section. Most likely, this is a consequence of the fact that both RoboSim and
the libraries used in the C++ implementation are not widely used. Therefore, an LLM such
as GPT was probably not sufficiently trained in these notation. But, one important finding is
that the LLM when translating the model implements function bodies that are not described
within the model beyond the signature.

Component With Rules No Rules
LIBBOOST 40 40
LIBRCSC 40 40
STATES 40 40
TRANSITIONS 39 20
CONDITIONS 0 0
ACTIONS 40 40
TOTAL REQUESTS 40 40

Table 1 – Number of successful executions per component in the few-shot scenarios with and without rules.
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7 CONCLUSION

This study proposes a comprehensive translation from RoboSim simulations to C++ im-
plementations. This translation framework, based on a set of rules, generates behaviors for
the RoboCup Simulation 2D environment. In summary, our strategy starts from the design
and verification (of classical and domain-specific properties) of simulation models in RoboSim,
yielding the automatic generation of C++ source code.

An Eclipse plug-in was developed as a practical tool that gathers a RoboSim model and
translates to a compilable C++ code for the Robocup Soccer Simulation 2D. That means that
it is possible to integrate the entire process of designing and implementing a soccer behavior
and taking advantage of the formal verification of the RoboSim semantics in CSP.

We have also explored an LLM based translation and our findings is that this technology
needs fine-tuning to better understand the RoboSim notation and the C++ libraries used in
this work. This can potentially improve the GPT capabilities to make correct inferences and
achieve a more consistent translation. Even so the use of LLM has shown to be promising
despite imprecisions. It goes beyond translating the model; it also implements the functions
and datatypes described in RoboSim models, and especially with functions from the model it
tries to implement the function body based on the function signature.

In future work, our objective is to integrate Large Language Models (LLMs) to enhance
model comprehension, automate the implementation of complete 2D simulation behaviors,
and incorporate them directly into the generated source code. LLMs are recognized as power-
ful tools that consistently demonstrate strong performance in understanding and translating
across diverse domains. In addition, we plan to use the fine-tuning strategy to train the LLM
for our specific context. Furthermore, we plan to expand the project to operate in multiple
environments and support more complex behaviors, which will require the definition and im-
plementation of additional translation rules to cover currently unsupported RoboSim features.
Furthermore, it is essential to link the generated behaviors with various effectiveness tests to
assess whether they improve the performance of Robocup Simulation 2D agents.
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APPENDIX A – AUXILIARY TRANSLATION FUNCTIONS

Figure 21 – Translation rule for variables

Source: Author (2025)

Figure 22 – Translation rule for variable

Source: Author (2025)
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Figure 23 – Translation rule for an Junction

Source: Author (2025)
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